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Кафедра программного обеспечения вычислительной техники и

автоматизированных систем.

**Лабораторная работа № 4**

Команды передачи управления.

Вариант 13

Выполнил:

![SignICT](data:image/png;base64,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)Студент группы КБ-211

Коренев Д.Н.

Принял:

Осипов О.В.

*Цель работы:* изучение команд перехода для организации циклов и ветвлений, получение навыков создания процедур с аргументами.

**Задание**

1. Написать программу для вычисления значения арифметического выражения, используя команды условного и безусловного перехода согласно варианту задания. Подобрать набор тестовых данных (не менее 3). При выполнении операций с числами, преобразовывать их к 4-байтовым числам со знаком. Результат вывести на экран.

|  |  |  |
| --- | --- | --- |
| Вариант | Выражение | Размерность и тип переменных |
| 13 |  | x – беззнаковое 2-байтовое  y – знаковое однобайтовое  z – беззнаковое однобайтовое |

2. Написать программу для вычисления значения арифметического выражения, содержащего функцию. Вычисление функции организовать в виде отдельной подпрограммы по всем правилам, описанным выше. Для обработки массивов использовать команды для работы с циклами и команды условного перехода. Подобрать набор тестовых данных (не менее 3). Результат вывести на экран.

|  |  |  |
| --- | --- | --- |
| Вариант | Выражение | Размерность и тип переменных |
| 13 |  | *x* – массив 1-байтовых беззнаковых чисел  *y* – массив 2-байтовых знаковых чисел  *k* – беззнаковая переменная размером 2 байта  *n* – беззнаковая переменная размером 1 байт |

.386

.model flat, stdcall

option casemap: none

include include\windows.inc

include include\kernel32.inc

include include\user32.inc

include include\msvcrt.inc

includelib user32.lib

includelib kernel32.lib

includelib msvcrt.lib

mem\_dump32 MACRO mem\_addr, rows

    LOCAL loop1, loop2

    LOCAL mem\_dump\_fmt, header\_fmt, footer\_fmt

    LOCAL r\_edi, r\_ebx, temp\_mem\_addr, stack\_decr

    LOCAL holder\_esi, holder\_ebp, holder\_ecx, holder\_eax

    LOCAL reg\_dump\_fmt1, reg\_dump\_fmt2, reg\_header

    .data

        reg\_dump\_fmt1 DB "| EAX=0x%08x  EBX=0x%08x  ECX=0x%08x  EDX=0x%08x |",

            13, 10, 0

        reg\_dump\_fmt2 DB "| ESI=0x%08x  EDI=0x%08x  EBP=0x%08x  ESP=0x%08x |",

            13, 10, 0

        reg\_header DB "+==-REGISTERS-", 51 DUP ("="), "+", 13, 10, 0

        mem\_dump\_fmt DB "| %p", 9, " ", 16 DUP ("%02x "), "|", 13, 10, 0

        header\_fmt DB "+==-ADDR-", 7 DUP ("="),

            "-00-01-02-03-04-05-06-07-08-09-0A-0B-0C-0D-0E-0F-+", 13, 10, 0

        footer\_fmt DB "+", 41 DUP ("="), 45, 64, 75, 83, 69, 69, 78, 45, 61, 45,

            64, 75, 69, 82, 65, 83, 73, 46, 82, 85, 45, 61, 61, 43, 13, 10, 0

        temp\_mem\_addr DD ?

        r\_edi DD ?

        r\_ebx DD ?

        holder\_esi DD ?

        holder\_ebp DD ?

        holder\_ecx DD ?

        holder\_eax DD ?

        stack\_decr DD 0

    .code

        ; Сохраняем регистры

        mov holder\_esi, ESI

        mov holder\_ebp, EBP

        mov holder\_ecx, ECX

        mov holder\_eax, EAX

        ; Выводим регистры

        invoke crt\_printf, offset reg\_header

        invoke crt\_printf, offset reg\_dump\_fmt1, EAX, EBX, ECX, EDX

        invoke crt\_printf, offset reg\_dump\_fmt2, ESI, EDI, EBP, ESP

        invoke crt\_printf, offset header\_fmt

        mov ESI, mem\_addr

        mov temp\_mem\_addr, mem\_addr

        mov r\_edi, rows

        mov r\_ebx, mem\_addr ; EBX - addres for left column

        mov EBP, 15 ; offset

    loop2:

        mov ECX, 16

    loop1:

        mov EAX, 0 ; EAX - байт данных

        mov AL, [ESI+EBP]

        push EAX

        inc stack\_decr

        dec EBP

        dec ECX

        jnz loop1

        add EBP, 32

        push r\_ebx

        push offset mem\_dump\_fmt

        inc stack\_decr

        inc stack\_decr

        call crt\_printf

        inc stack\_decr

        add r\_ebx, 16

        dec r\_edi

        jnz loop2

        invoke crt\_printf, offset footer\_fmt

        ; Чистим стек

        mov EAX, stack\_decr

        imul EAX, 4

        add ESP, EAX

        ; Восстанавливаем регистры

        mov ESI, holder\_esi

        mov EBP, holder\_ebp

        mov ECX, holder\_ecx

        mov EAX, holder\_eax

    ENDM

print\_var MACRO var, var\_size

    LOCAL loop1

    LOCAL stack\_decr

    LOCAL holder\_esi, holder\_ebp, holder\_ecx, holder\_eax, holder\_edi, holder\_ebx

    LOCAL var\_fmt

    .data

        var\_fmt DB "0x", var\_size - 1 DUP ("%02X\_"), "%02X", 0

        holder\_esi DD ?

        holder\_ebp DD ?

        holder\_ecx DD ?

        holder\_eax DD ?

        holder\_edi DD ?

        holder\_ebx DD ?

        stack\_decr DD 0

    .code

        mov holder\_esi, ESI

        mov holder\_ebp, EBP

        mov holder\_ecx, ECX

        mov holder\_eax, EAX

        mov holder\_edi, EDI

        mov holder\_ebx, EBX

        mov ESI, offset var

        mov EDI, 3

        mov EBX, offset var ; EBX - addres for left column

        mov EBP, 0 ; offset

        mov ECX, 0

    loop1:

        mov EAX, 0 ; EAX - data of byte

        mov AL, [ESI+EBP]

        push EAX

        inc stack\_decr

        inc EBP

        inc ECX

        cmp ECX, var\_size

        jne loop1

        push offset var\_fmt

        inc stack\_decr

        call crt\_printf

        inc stack\_decr

        add EBX, 16

        dec EDI

        ; Чистим стек

        mov EAX, stack\_decr

        imul EAX, 4

        add ESP, EAX

        ; Восстанавливаем регистры

        mov ESI, holder\_esi

        mov EBP, holder\_ebp

        mov ECX, holder\_ecx

        mov EAX, holder\_eax

        mov EDI, holder\_edi

        mov EBX, holder\_ebx

    ENDM

abs\_var MACRO var

    LOCAL abs\_end

    .code

        cmp var, 0

        jge abs\_end

        neg var

    abs\_end:

    ENDM

nline MACRO

    LOCAL nline\_fmt

    .data

        nline\_fmt DB 13, 10, 0

    .code

        invoke crt\_printf, offset nline\_fmt

    ENDM

.data

    main\_fmt DB "DBG: 0x%016X", 13, 10, 0

.code

solve\_eq13 PROC x:WORD, y:BYTE, z:BYTE

    LOCAL abs\_z:DWORD

        push EBX

        push ESI

        push EDI

        push EBP

        push ECX

        ; Проверяем (y > 10 and |z| > 5)

        cmp y, 10

        jng next\_check1

        movsx EAX, z

        mov abs\_z, EAX

        abs\_var abs\_z

        cmp abs\_z, 5

        jg y\_g\_10\_z\_g\_5

    next\_check1:

        ; Проверяем (z >= -5 and z <= 5 and y > 10)

        cmp z, -5

        jnge next\_check2

        cmp z, 5

        jnle next\_check2

        cmp y, 10

        jg z\_ge\_m5\_z\_le\_5\_y\_g\_10

    next\_check2:

        ; Проверяем (y <= 10)

        cmp y, 10

        jle y\_le\_10

    y\_g\_10\_z\_g\_5:

        movzx EAX, x

        movsx EBX, y

        add EAX, EBX    ; EAX = x+y

        add EAX, 1      ; EAX = x+y+1

        imul EAX, EAX   ; EAX = (x+y+1)^2

        mov ESI, EAX    ; ESI = (x+y+1)^2 ; (1+14+1)^2=256

        movsx EBX, y

        movsx ECX, y

        imul EBX, EBX   ; EBX = y^2

        imul EBX, ECX   ; EBX = y^3

        sub EBX, 2      ; EBX = y^3 - 2 ; 14^3-2=2742

        cdq

        idiv EBX        ; EAX = (x+y+1)^2 / (y^3 - 2) ; 256//2742=0

        movsx EBX, z

        imul EBX, EBX   ; EBX = z^2

        imul EBX, EBX   ; EBX = z^4 ; 6^4=1296

        imul EAX, EBX   ; EAX = (x+y+1)^2 / (y^3 - 2) \* z^4 ; 0\*1296=0

        ; x dw 1

        ; y db 14

        ; z db 6

        ; 0x00\_00\_00\_00

        jmp end\_res

    z\_ge\_m5\_z\_le\_5\_y\_g\_10:

        movsx EAX, z

        imul EAX, EAX

        neg EAX

        mov EBX, EAX    ; EBX = -z^2

        movzx ECX, x

        mov EAX, 1

        cdq

        div ECX

        mov ECX, EAX    ; ECX = 1/x

        movzx EAX, x

        movsx EDX, y

        add ESI, 10     ; EDX = y+10

        cdq

        idiv ESI        ; EAX = x/(y+10)

        add EBX, ECX    ; EBX = -z^2 + 1/x

        add EBX, EAX    ; EBX = -z^2 + 1/x + x/(y+10)

        ; mov EBX, 69h

        mov EAX, EBX

        ; x dw 1

        ; y db 14

        ; z db 3

        ; 0xff\_ff\_ff\_f8

        jmp end\_res

    y\_le\_10:

        movzx EAX, x

        imul EAX, EAX

        imul EAX, 5

        neg EAX         ; -5x^2

        movsx EBX, z

        inc EBX         ; z+1

        imul EBX, 2     ; 2(z+1)

        movsx ECX, y

        imul EBX, ECX   ; 2(z+1)y

        sub EAX, EBX    ; -5x^2 - 2(z+1)y

        ; x dw 1

        ; y db 5

        ; z db -6

        ; 0x00\_00\_00\_2d

        jmp end\_res

    end\_res:

        pop ECX

        pop EBP

        pop EDI

        pop ESI

        pop EBX

        ret             ; result in EAX

    solve\_eq13 ENDP

abs PROC var:DWORD

    mov EAX, var

    cmp EAX, 0

    jge abs\_end

    neg EAX

abs\_end:

    ret

    abs ENDP

function1 PROC x:BYTE, y:WORD

    ; int sum = 0;

    ; for (j = 0; j < x; j++)

    ;   sum += abs((y\*j)-1);

    LOCAL sum:DWORD, j:DWORD

    push ECX

    push EBX

    push ESI

    mov sum, 0

    mov j, 0

    movsx ESI, x

    sub ESI, 1

loop1:

    mov EAX, j

    xor EBX, EBX

    mov BX, y           ; y

    movsx EAX, BX       ; y

    imul EAX, j         ; y\*j

    sub EAX, 1          ; y\*j-1

    mov EBX, EAX        ; EBX = y\*j-1

    invoke abs, EBX     ; EAX = abs(y\*j-1)

    add sum, EAX

    xor EBX, EBX

    mov EBX, j

    inc j

    cmp EBX, ESI

    jl loop1

    mov EAX, sum

    pop ESI

    pop EBX

    pop ECX

    ret                 ; result in EAX

    function1 ENDP

solve\_sig13 PROC x:DWORD, y:DWORD, k:WORD, n:BYTE

    ; int sum = 0;

    ; for (i = 0; i < n; i++){

    ;   sum += k\*(y[i]+x[i])+k^3-y[i]^2+((f(x[i],y[i]))/(k));

    ; }

    LOCAL sum:DWORD, i:DWORD

    mov sum, 0

    mov i, 0

    xor ESI, ESI

    movsx ESI, byte ptr [n]

loop1:

    mov EAX, i

    imul EAX, 2

    add EAX, y

    movsx EBX, byte ptr [EAX] ; y[i]

    mov EAX, i

    imul EAX, 2

    add EAX, x

    movsx ECX, byte ptr [EAX] ; x[i]

    add EBX, ECX            ; y[i]+x[i]

    movsx EAX, k

    imul EBX, EAX             ; k\*(y[i]+x[i])

    mov ECX, EAX

    imul ECX, EAX             ; k^2

    imul ECX, EAX             ; k^3

    add EBX, ECX            ; k\*(y[i]+x[i])+k^3

    mov ECX, i

    imul ECX, 2

    add ECX, y

    movsx EDX, byte ptr [ECX] ; y[i]

    imul EDX, EDX            ; y[i]^2

    sub EBX, EDX            ; k\*(y[i]+x[i])+k^3-y[i]^2

    ; -4824 here

    push EBX

    mov ECX, i

    imul ECX, 2

    add ECX, x

    movsx EDX, byte ptr [ECX] ; x[i]

    mov ECX, i

    imul ECX, 2

    add ECX, y

    movsx EAX, byte ptr [ECX] ; y[i]

    mov EBX, EDX

    invoke function1, BL, AX ; f(x[i],y[i])

    ; 72 here

    movzx ECX, k

    cdq

    idiv ECX                ; EAX = f(x[i],y[i])/k

    ; 18 here

    pop EBX

    add EBX, EAX            ; EBX = k\*(y[i]+x[i])+k^3-y[i]^2+f(x[i],y[i])/k

    add sum, EBX

    inc i

    dec ESI

    jnz loop1

    mov EAX, sum

    ret                 ; result in EAX

    solve\_sig13 ENDP

.data

    x dw 1,?            ; беззнаковое 2 байта

    y db 14,?,?,?       ; знаковое однобайтовое

    z db 6,?,?,?        ; знаковое однобайтовое

    result dd 0

    x2 db 2,3,4,5       ; 1б беззнаковые числа

    y2 dw 72,54,3,9     ; 2б знаковые числа

    k2 dw 4,?           ; 2б беззноковая переменная

    n2 db 4,?,?,?       ; 1б беззноковая переменная

                        ; количество элементов в массиве

    result2 dd 0

    ; 1

    ; 53

    ; 5

    ; 26

    ; =

    ; 85

.code

bubble\_sort proc parr:DWORD,cnt:DWORD

    push ebx

    push esi

    sub cnt, 1                  ; set count to 1 less than member count

  lbl0:

    mov esi, parr               ; load array address into ESI

    xor edx, edx                ; zero the "changed" flag

    mov ebx, cnt                ; set the loop counter to member count

  lbl1:

    mov eax, [esi]              ; load first pair of array numbers into registers

    mov ecx, [esi+4]

    cmp eax, ecx                ; compare which is higher

    jle lbl2

    mov [esi], ecx              ; swap if 1st number is higher

    mov [esi+4], eax

    mov edx, 1                  ; set the changed flag if any swap is performed

  lbl2:

    add esi, 4                  ; step up one to compare next adjoining pair

    sub ebx, 1                  ; decrement the counter

    jnz lbl1

    test edx, edx               ; test if the changed flag is set.

    jz lbl3                     ; break out of the loop if no swap occurred

    sub cnt, 1                  ; decrement the upper bound for next pass

    jmp lbl0                    ; loop back for next pass

  lbl3:

    pop esi

    pop ebx

    ret

bubble\_sort endp

print\_array proc array\_ptr:dword, array\_size:dword, item\_size:dword

    .data

        print\_array\_fmt DB "%d ",0

    .code

    push ebx

    push eax

    push ecx

    push edx

    mov ecx, array\_ptr

    mov ebx, array\_size

    prnt:

        mov eax, item\_size

        cmp eax, 1

        je switch1

        cmp eax, 2

        je switch2

        cmp eax, 4

        je switch4

    switch1:

        mov eax, 0

        mov al, byte ptr [ecx]                  ; ecx = array[i]

        jmp switch\_end

    switch2:

        mov eax, 0

        mov ax, word ptr [ecx]                  ; ecx = array[i]

        jmp switch\_end

    switch4:

        mov eax, 0

        mov eax, dword ptr [ecx]                  ; ecx = array[i]

        jmp switch\_end

    switch\_end:

        push eax

        push ecx

        push eax

        push offset print\_array\_fmt

        call crt\_printf                 ; Вывод результата на экран

        add esp, 2\*4

        pop ecx

        pop eax

        add ecx, item\_size                      ; ecx = array[i+1]

        dec ebx                         ; ebx = n-1

        cmp ebx, 0

        jne prnt                        ; если ebx не равно 0, то переходим к следующему элементу массива

        pop edx

        pop ecx

        pop eax

        pop ebx

        RET 8

print\_array endp

print\_array\_8byte PROC ptrr:DWORD, sze:DWORD

    .data

        print\_array\_8byte\_fmt DB "%lld ",0

        val DQ ?

    .code

    pusha

    mov eax, ptrr

    mov esi, sze

loopm:

    mov ebx, eax

    push eax

    mov eax, [ebx]

    mov dword ptr val[0], eax

    add ebx, 4

    mov eax, [ebx]

    mov dword ptr val[4], eax

    ; invoke crt\_printf, offset main\_fmt, val[0]

    ; invoke crt\_printf, offset main\_fmt, val[4]

    invoke crt\_printf, offset print\_array\_8byte\_fmt, val

    pop eax

    add eax, 8

    dec esi

    jnz loopm

    popa

    ret 8

print\_array\_8byte ENDP

scan\_array\_8byte PROC ptrr:DWORD, sze:DWORD

    .data

        scan\_array\_8byte\_fmt DB "%lld", 0

        scan\_array\_8byte\_val DQ ?

    .code

    pusha

    mov eax, ptrr

    mov esi, sze

loopm:

    mov ebx, eax

    push eax

    invoke crt\_scanf, offset scan\_array\_8byte\_fmt, offset scan\_array\_8byte\_val

    ; invoke crt\_printf, offset main\_fmt, scan\_array\_8byte\_val

    ; var 4:4

    mov eax, dword ptr scan\_array\_8byte\_val[0]

    mov [ebx], eax

    mov eax, dword ptr scan\_array\_8byte\_val[4]

    mov [ebx+4], eax

    pop eax

    add eax, 8

    dec esi

    jnz loopm

    popa

    ret 8

scan\_array\_8byte ENDP

start:

    invoke solve\_eq13, x, y, z

    mov result, EAX

    .data

        eq13\_fmt1 DB "x=%hu, y=%hhd, z=%hhd, result=%d=", 0

    .code

    invoke crt\_printf, offset eq13\_fmt1, dword ptr x, dword ptr y, dword ptr z,

        dword ptr result

    print\_var result, 4

    nline

    nline

    .data

        eq13\_fmt2\_1 DB "x={", 0

        eq13\_fmt2\_2 DB "},", 13, 10, "y={", 0

        eq13\_fmt2\_3 DB "},", 13, 10, "k=%hd, n=%d, result=%d=", 0

    .code

    invoke solve\_sig13, offset x2, offset y2, k2, n2

    mov result2, EAX

    invoke crt\_printf, offset eq13\_fmt2\_1

    invoke print\_array, offset x2, 4, 1

    invoke crt\_printf, offset eq13\_fmt2\_2

    invoke print\_array, offset y2, 4, 1

    mov eax, 0

    mov al, n2

    mov ebx, 0

    mov bx, k2

    invoke crt\_printf, offset eq13\_fmt2\_3, ebx, eax, result2

    print\_var result2, 4 ; -1651

    nline

    nline

.data

    arr dq ?,?,?,4,5,6,7,8,9,10

    arr\_size dd 10

.code

    invoke scan\_array\_8byte, offset arr, 3

    invoke print\_array\_8byte, offset arr, arr\_size

    ; nline

    ; mem\_dump32 offset x2, 4

    invoke ExitProcess, 0   ; Выход из программы

end start

**Вывод**: в ходе лабораторной работы мы изучили команды перехода для организации циклов и ветвлений, получили навыки создания процедур с аргументами.